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# Learning Objectives

* Learn to read, extract, and create datasets in R
* Learn to perform a variety of operations on datasets using R
* Learn to write your own functions/sub-routines in R

## Course Overview

### Section 1: R Basics, Functions, Data types

You will get started with R, learn about its functions and data types.

### Section 2: Vectors, Sorting

You will learn to operate on vectors and advanced functions such as sorting.

### Section 3: Indexing, Data Manipulation, Plots

You will learn to wrangle and visualize data.

### Section 4: Programming Basics

You will learn to use general programming features like ‘if-else’, and ‘for loop’ commands, and write your own functions to perform various operations on datasets.

# Section 1 Overview

Section 1 introduces you to R Basics, Functions and Datatypes.

In Section 1, you will learn to:

* Appreciate the rationale for data analysis using R
* Define objects and perform basic arithmetic and logical operations
* Use pre-defined functions to perform operations on objects
* Distinguish between various data types

The textbook for this section is available [here](https://rafalab.github.io/dsbook/r-basics.html).

## Motivation

Here is a link to the [textbook section on the motivation for this course](https://rafalab.github.io/dsbook/r-basics.html#case-study-us-gun-murders).

## Getting started

Here is a link to the textbook section on [Getting Started](https://rafalab.github.io/dsbook/getting-started.html) with R.

**Key Points**

* R was developed by statisticians and data analysts as an interactive environment for data analysis.
* Some of the advantages of R are that (1) it is free and open source, (2) it has the capability to save scripts, (3) there are numerous resources for learning, and (4) it is easy for developers to share software implementation.
* Expressions are evaluated in the R console when you type the expression into the console and hit Return.
* A great advantage of R over point and click analysis software is that you can save your work as scripts.
* “Base R” is what you get after you first install R. Additional components are available via packages.

# installing the dslabs package  
if(!require(dslabs)) install.packages("dslabs")

## Loading required package: dslabs

## Warning: package 'dslabs' was built under R version 3.6.3

# loading the dslabs package into the R session  
library(dslabs)

## Installing R and R Studio

### Installing R

To install R to work on your own computer, you can download it freely from the [Comprehensive R Archive Network](https://cran.r-project.org) (CRAN). Note that CRAN makes several versions of R available: versions for multiple operating systems and releases older than the current one. You want to read the CRAN instructions to assure you download the correct version. If you need further help, you read the walkthrough in this [Chapter of the textbook](https://rafalab.github.io/dsbook/installing-r-rstudio.html#installing-r).

### Installing RStudio

RStudio is an integrated development environment (IDE). We highly recommend installing and using RStudio to edit and test your code. You can install RStudio through the [RStudio website](https://rstudio.com/products/rstudio/download/). Their [cheatsheet](https://rstudio.com/wp-content/uploads/2016/01/rstudio-IDE-cheatsheet.pdf) is a great resource. You must install R before installing RStudio.

### Textbook Link

Here is a link to the textbook section on [Installing R and RStudio](https://rafalab.github.io/dsbook/installing-r-rstudio.html).

## R Basics - Objects

Here is a link to the textbook section on [objects in R](https://rafalab.github.io/dsbook/r-basics.html#objects).

**Key Points**

* To define a variable, we may use the assignment symbol “<-“.
* There are two ways to see the value stored in a variable: (1) type the variable into the console and hit Return, or (2) type print(“variable name”) and hit Return.
* Objects are stuff that is stored in R. They can be variables, functions, etc.
* The ls() function shows the names of the objects saved in your workspace.

*Solving the equation x2+x−1=0*

# assigning values to variables  
a <- 1  
b <- 1  
c <- -1  
  
# solving the quadratic equation  
(-b + sqrt(b^2 - 4\*a\*c) ) / ( 2\*a )

## [1] 0.618034

(-b - sqrt(b^2 - 4\*a\*c) ) / ( 2\*a )

## [1] -1.618034

## R Basics - Functions

Here is a link to the textbook section on [functions](https://rafalab.github.io/dsbook/r-basics.html#functions).

**Key points**

* In general, to evaluate a function we need to use parentheses. If we type a function without parenthesis, R shows us the code for the function. Most functions also require an argument, that is, something to be written inside the parenthesis.
* To access help files, we may use the help function help(“function name”), or write the question mark followed by the function name.
* The help file shows you the arguments the function is expecting, some of which are required and some are optional. If an argument is optional, a default value is assigned with the equal sign. The args() function also shows the arguments a function needs.
* To specify arguments, we use the equals sign. If no argument name is used, R assumes you’re entering arguments in the order shown in the help file.
* Creating and saving a script makes code much easier to execute.
* To make your code more readable, use intuitive variable names and include comments (using the “#” symbol) to remind yourself why you wrote a particular line of code.

## Assessment - R Basics

1. What is the sum of the first n positive integers? We can use the formula to quickly compute this quantity.

# Here is how you compute the sum for the first 20 integers  
20\*(20+1)/2

## [1] 210

# However, we can define a variable to use the formula for other values of n  
n <- 20  
n\*(n+1)/2

## [1] 210

n <- 25  
n\*(n+1)/2

## [1] 325

# Below, write code to calculate the sum of the first 100 integers  
n<-100  
n\*(n+1)/2

## [1] 5050

1. What is the sum of the first 1000 positive integers? We can use the formula to quickly compute this quantity.

# Below, write code to calculate the sum of the first 1000 integers   
n<-1000  
n\*(n+1)/2

## [1] 500500

1. Run the following code in the R console.

n <- 1000  
x <- seq(1, n)  
sum(x)

## [1] 500500

Based on the result, what do you think the functions seq and sum do?

* ☐ A. sum creates a list of numbers and seq adds them up.
* ☒ B. seq creates a list of numbers and sum adds them up.
* ☐ C. seq computes the difference between two arguments and sum computes the sum of 1 through 1000.
* ☐ D. sum always returns the same number.

1. In math and programming we say we evaluate a function when we replace arguments with specific values. So if we type log2(16) we evaluate the log2 function to get the log base 2 of 16 which is 4.

In R it is often useful to evaluate a function inside another function. For example, sqrt(log2(16)) will calculate the log to the base 2 of 16 and then compute the square root of that value. So the first evaluation gives a 4 and this gets evaluated by sqrt to give the final answer of 2.

# log to the base 2   
log2(16)

## [1] 4

# sqrt of the log to the base 2 of 16:  
sqrt(log2(16))

## [1] 2

# Compute log to the base 10 (log10) of the sqrt of 100. Do not use variables.  
log10(sqrt(100))

## [1] 1

1. Which of the following will always return the numeric value stored in x? You can try out examples and use the help system in the R console.

* ☐ A. log(10^x)
* ☐ B. log10(x^10)
* ☒ C. log(exp(x))
* ☐ D. exp(log(x, base = 2))

## Data Types

You can find the [section of the textbook on data types here](https://rafalab.github.io/dsbook/r-basics.html#data-types).

**Key Points**

* The function “class” helps us determine the type of an object.
* Data frames can be thought of as tables with rows representing observations and columns representing different variables.
* To access data from columns of a data frame, we use the dollar sign symbol, which is called the accessor.
* A vector is an object consisting of several entries and can be a numeric vector, a character vector, or a logical vector.
* We use quotes to distinguish between variable names and character strings.
* Factors are useful for storing categorical data, and are more memory efficient than storing characters.

*Code*

# loading the the murders dataset  
data(murders)  
  
# determining that the murders dataset is of the "data frame" class  
class(murders)

## [1] "data.frame"

# finding out more about the structure of the object  
str(murders)

## 'data.frame': 51 obs. of 5 variables:  
## $ state : chr "Alabama" "Alaska" "Arizona" "Arkansas" ...  
## $ abb : chr "AL" "AK" "AZ" "AR" ...  
## $ region : Factor w/ 4 levels "Northeast","South",..: 2 4 4 2 4 4 1 2 2 2 ...  
## $ population: num 4779736 710231 6392017 2915918 37253956 ...  
## $ total : num 135 19 232 93 1257 ...

# showing the first 6 lines of the dataset  
head(murders)

## state abb region population total  
## 1 Alabama AL South 4779736 135  
## 2 Alaska AK West 710231 19  
## 3 Arizona AZ West 6392017 232  
## 4 Arkansas AR South 2915918 93  
## 5 California CA West 37253956 1257  
## 6 Colorado CO West 5029196 65

# using the accessor operator to obtain the population column  
murders$population

## [1] 4779736 710231 6392017 2915918 37253956 5029196 3574097 897934  
## [9] 601723 19687653 9920000 1360301 1567582 12830632 6483802 3046355  
## [17] 2853118 4339367 4533372 1328361 5773552 6547629 9883640 5303925  
## [25] 2967297 5988927 989415 1826341 2700551 1316470 8791894 2059179  
## [33] 19378102 9535483 672591 11536504 3751351 3831074 12702379 1052567  
## [41] 4625364 814180 6346105 25145561 2763885 625741 8001024 6724540  
## [49] 1852994 5686986 563626

# displaying the variable names in the murders dataset  
names(murders)

## [1] "state" "abb" "region" "population" "total"

# determining how many entries are in a vector  
pop <- murders$population  
length(pop)

## [1] 51

# vectors can be of class numeric and character  
class(pop)

## [1] "numeric"

class(murders$state)

## [1] "character"

# logical vectors are either TRUE or FALSE  
z <- 3 == 2  
z

## [1] FALSE

class(z)

## [1] "logical"

# factors are another type of class  
class(murders$region)

## [1] "factor"

# obtaining the levels of a factor  
levels(murders$region)

## [1] "Northeast" "South" "North Central" "West"

## Assessment - Data Types

1. We’re going to be using the following dataset for this module. Run this code in the console.

library(dslabs)   
data(murders)

Next, use the function str to examine the structure of the murders object. We can see that this object is a data frame with 51 rows and five columns.

str(murders)

## 'data.frame': 51 obs. of 5 variables:  
## $ state : chr "Alabama" "Alaska" "Arizona" "Arkansas" ...  
## $ abb : chr "AL" "AK" "AZ" "AR" ...  
## $ region : Factor w/ 4 levels "Northeast","South",..: 2 4 4 2 4 4 1 2 2 2 ...  
## $ population: num 4779736 710231 6392017 2915918 37253956 ...  
## $ total : num 135 19 232 93 1257 ...

Which of the following best describes the variables represented in this data frame?

* ☐ A. The 51 states.
* ☐ B. The murder rates for all 50 states and DC.
* ☒ C. The state name, the abbreviation of the state name, the state’s region, and the state’s population and total number of murders for 2010.
* ☐ D. str shows no relevant information.

1. In the previous question, we saw the different variables that are a part of this dataset from the output of the str() function. The function names() is specifically designed to extract the column names from a data frame.

# Load package and data  
library(dslabs)  
data(murders)

# Use the function names to extract the variable names   
names(murders)

## [1] "state" "abb" "region" "population" "total"

1. In this module we have learned that every variable has a class. For example, the class can be a *character*, *numeric* or *logical*. The function class() can be used to determine the class of an object.

Here we are going to determine the class of one of the variables in the murders data frame. To extract variables from a data frame we use $, referred to as the accessor.

# To access the population variable from the murders dataset use this code:  
p <- murders$population   
  
# To determine the class of object `p` we use this code:  
class(p)

## [1] "numeric"

# Use the accessor to extract state abbreviations and assign it to a  
a <- murders$abb  
  
# Determine the class of a  
class(a)

## [1] "character"

1. An important lesson you should learn early on is that there are multiple ways to do things in R. For example, to generate the first five integers we note that 1:5 and seq(1,5) return the same result.

There are also multiple ways to access variables in a data frame. For example we can use the square brackets [[ instead of the accessor $.

If you instead try to access a column with just one bracket,

murders["population"]

R returns a subset of the original data frame containing just this column. This new object will be of class data.frame rather than a vector. To access the column itself you need to use either the $ accessor or the double square brackets [[.

Parentheses, in contrast, are mainly used alongside functions to indicate what argument the function should be doing something to. For example, when we did class(p) in the last question, we wanted the function class to do something related to the argument p.

This is an example of how R can be a bit idiosyncratic sometimes. It is very common to find it confusing at first.

# We extract the population like this:  
p <- murders$population  
  
# This is how we do the same with the square brackets:  
o <- murders[["population"]]  
  
# We can confirm these two are the same  
identical(o, p)

## [1] TRUE

# Use square brackets to extract `abb` from `murders` and assign it to b  
b <- murders[["abb"]]  
  
# Check if `a` and `b` are identical   
identical(a, b)

## [1] TRUE

1. Using the str() command, we saw that the *region* column stores a factor. You can corroborate this by using the class command on the *region* column.

The function levels shows us the categories for the factor.

# We can see the class of the region variable using class  
class(murders$region)

## [1] "factor"

# Determine the number of regions included in this variable   
length(levels(murders$region))

## [1] 4

1. The function table takes a vector as input and returns the frequency of each unique element in the vector.

# Here is an example of what the table function does  
x <- c("a", "a", "b", "b", "b", "c")  
table(x)

## x  
## a b c   
## 2 3 1

# Write one line of code to show the number of states per region  
table(murders$region)

##   
## Northeast South North Central West   
## 9 17 12 13

## Section 1 Assessment

1. To find the solutions to an equation of the format , use the quadratic equation: .

What are the two solutions to ? Use the quadratic equation. (Report the greater of the two solutions first, using 3 significant digits for both solutions)

options(digits = 3)  
a <- 2  
b <- -1  
c <- -4  
(-b+sqrt(b^2-4\*a\*c))/(2\*a)

## [1] 1.69

(-b-sqrt(b^2-4\*a\*c))/(2\*a)

## [1] -1.19

1. Use R to compute log base 4 of 1024. You can use the help function to learn how to use arguments to change the base of the log function.

log(1024, base = 4)

## [1] 5

1. Load the movielens dataset

data(movielens)  
str(movielens)

## 'data.frame': 100004 obs. of 7 variables:  
## $ movieId : int 31 1029 1061 1129 1172 1263 1287 1293 1339 1343 ...  
## $ title : chr "Dangerous Minds" "Dumbo" "Sleepers" "Escape from New York" ...  
## $ year : int 1995 1941 1996 1981 1989 1978 1959 1982 1992 1991 ...  
## $ genres : Factor w/ 901 levels "(no genres listed)",..: 762 510 899 120 762 836 81 762 844 899 ...  
## $ userId : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ rating : num 2.5 3 3 2 4 2 2 2 3.5 2 ...  
## $ timestamp: int 1260759144 1260759179 1260759182 1260759185 1260759205 1260759151 1260759187 1260759148 1260759125 1260759131 ...

How many rows are in the dataset? 100004

How many different variables are in the dataset? 7

What is the variable type of title?

* ☐ A. It is a text (txt) variable
* ☐ B. It is a chronological (chr) variable
* ☐ C. It is a string (str) variable
* ☐ D. It is a numeric (num) variable
* ☐ E. It is an integer (int) variable
* ☐ F. It is a factor (Factor) variable
* ☒ G. It is a character (chr) variable

What is the variable type of genres?

* ☐ A. It is a text (txt) variable
* ☐ B. It is a chronological (chr) variable
* ☐ C. It is a string (str) variable
* ☐ D. It is a numeric (num) variable
* ☐ E. It is an integer (int) variable
* ☒ F. It is a factor (Factor) variable
* ☐ G. It is a character (chr) variable

1. We already know we can use the levels() function to determine the levels of a factor. A different function, nlevels(), may be used to determine the number of levels of a factor.

Use this function to determine how many levels are in the factor genres in the movielens data frame.

nlevels(movielens$genres)

## [1] 901

# Section 2 Overview

In Section 2.1, you will:

* Create numeric and character vectors.
* Name the columns of a vector.
* Generate numeric sequences.
* Access specific elements or parts of a vector.
* Coerce data into different data types as needed.

In Section 2.2, you will:

* Sort vectors in ascending and descending order.
* Extract the indices of the sorted elements from the original vector.
* Find the maximum and minimum elements, as well as their indices, in a vector.
* Rank the elements of a vector in increasing order.

In Section 2.3, you will:

* Perform arithmetic between a vector and a single number.
* Perform arithmetic between two vectors of same length.

## Vectors

The textbook for this section is available [here](https://rafalab.github.io/dsbook/r-basics.html#vectors).

**Key Points**

* The function c(), which stands for concatenate, is useful for creating vectors.
* Another useful function for creating vectors is the seq() function, which generates sequences.
* Subsetting lets us access specific parts of a vector by using square brackets to access elements of a vector.

*Code*

# We may create vectors of class numeric or character with the concatenate function  
codes <- c(380, 124, 818)  
country <- c("italy", "canada", "egypt")  
  
# We can also name the elements of a numeric vector  
# Note that the two lines of code below have the same result  
codes <- c(italy = 380, canada = 124, egypt = 818)  
codes <- c("italy" = 380, "canada" = 124, "egypt" = 818)  
  
# We can also name the elements of a numeric vector using the names() function  
codes <- c(380, 124, 818)  
country <- c("italy","canada","egypt")  
names(codes) <- country  
  
# Using square brackets is useful for subsetting to access specific elements of a vector  
codes[2]

## canada   
## 124

codes[c(1,3)]

## italy egypt   
## 380 818

codes[1:2]

## italy canada   
## 380 124

# If the entries of a vector are named, they may be accessed by referring to their name  
codes["canada"]

## canada   
## 124

codes[c("egypt","italy")]

## egypt italy   
## 818 380

## Vectors - Vector Coercion

The textbook for this section is available [here](https://rafalab.github.io/dsbook/r-basics.html#coercion).

**Key Points**

* In general, *coercion* is an attempt by R to be flexible with data types by guessing what was meant when an entry does not match the expected. For example, when defining x as

x <- c(1, “canada”, 3)

R *coerced* the data into characters. It guessed that because you put a character string in the vector, you meant the 1 and 3 to actually be character strings “1” and “3”.

* The function as.character() turns numbers into characters.
* The function as.numeric() turns characters into numbers.
* In R, missing data is assigned the value NA.

## Assessment - Vectors

1. A vector is a series of values, all of the same type. They are the most basic data type in R and can hold numeric data, character data, or logical data. In R, you can create a vector with the concatenate (or combine) function c()

You place the vector elements separated by a comma between the parentheses. For example a numeric vector would look something like this:

cost <- c(50, 75, 90, 100, 150)

# Here is an example creating a numeric vector named cost  
cost <- c(50, 75, 90, 100, 150)  
  
# Create a numeric vector to store the temperatures listed in the instructions into a vector named temp  
# Make sure to follow the same order in the instructions  
temp <- c("Beijing"=35, "Lagos"=88, "Paris"=42, "Rio de Janeiro"=84, "San Juan"=81, "Toronto"=30)  
cost

## [1] 50 75 90 100 150

temp

## Beijing Lagos Paris Rio de Janeiro San Juan   
## 35 88 42 84 81   
## Toronto   
## 30

class(temp)

## [1] "numeric"

1. As in the previous question, we are going to create a vector. Only this time, we learn to create *character* vectors. The main difference is that these have to be written as strings and so the names are enclosed within double quotes.

A *character* vector would look something like this:

food <- c("pizza", "burgers", "salads", "cheese", "pasta")

# here is an example of how to create a character vector  
food <- c("pizza", "burgers", "salads", "cheese", "pasta")  
  
# Create a character vector called city to store the city names  
# Make sure to follow the same order as in the instructions  
city <- c("Beijing", "Lagos", "Paris", "Rio de Janeiro", "San Juan", "Toronto")

1. We have successfully assigned the temperatures as *numeric* values to temp and the city names as character values to city. But can we associate the temperature to its related city? Yes! We can do so using a code we already know - names. We assign names to the *numeric* values.

It would look like this:

cost <- c(50, 75, 90, 100, 150)  
food <- c("pizza", "burgers", "salads", "cheese", "pasta")  
names(cost) <- food

# Associate the cost values with its corresponding food item  
cost <- c(50, 75, 90, 100, 150)  
food <- c("pizza", "burgers", "salads", "cheese", "pasta")  
names(cost) <- food  
  
# You already wrote this code  
temp <- c(35, 88, 42, 84, 81, 30)  
city <- c("Beijing", "Lagos", "Paris", "Rio de Janeiro", "San Juan", "Toronto")  
  
# Associate the temperature values with its corresponding city  
names(temp) <- city  
temp

## Beijing Lagos Paris Rio de Janeiro San Juan   
## 35 88 42 84 81   
## Toronto   
## 30

1. If we want to display only selected values from the object, R can help us do that easily.

For example, if we want to see the cost of the last 3 items in our food list, we would type:

cost[3:5]

Note here, that we could also type cost[c(3,4,5)] and get the same result. The : operator helps us condense the code and get consecutive values.

# cost of the last 3 items in our food list:  
cost[3:5]

## salads cheese pasta   
## 90 100 150

# temperatures of the first three cities in the list:  
temp[1:3]

## Beijing Lagos Paris   
## 35 88 42

1. In the previous question, we accessed the temperature for consecutive cities (1st three). But what if we want to access the temperatures for any 2 specific cities?

An example: To access the cost of pizza (1st) and pasta (5th food item) in our list, the code would be:

cost[c(1,5)]

# Access the cost of pizza and pasta from our food list   
cost[c(1,5)]

## pizza pasta   
## 50 150

# Define temp  
temp <- c(35, 88, 42, 84, 81, 30)  
city <- c("Beijing", "Lagos", "Paris", "Rio de Janeiro", "San Juan", "Toronto")  
names(temp) <- city  
  
# Access the temperatures of Paris and San Juan  
temp[c(3,5)]

## Paris San Juan   
## 42 81

1. The : operator helps us create sequences of numbers. For example, 32:99 would create a list of numbers from 32 to 99.

Then, if we want to know the length of this sequence, all we need to do is use the length command.

# Create a vector m of integers that starts at 32 and ends at 99.  
m <- 32:99  
  
# Determine the length of object m.  
length(m)

## [1] 68

# Create a vector x of integers that starts at 12 and ends at 73.  
x <- 12:73  
  
# Determine the length of object x.  
length(x)

## [1] 62

1. We can also create different types of sequences in R. For example, in seq(7, 49, 7), the first argument defines the start, and the second the end. The default is to go up in increments of 1, but a third argument lets us tell it by what interval.

# Create a vector with the multiples of 7, smaller than 50.  
seq(7, 49, 7)

## [1] 7 14 21 28 35 42 49

# Create a vector containing all the positive odd numbers smaller than 100.  
# The numbers should be in ascending order  
seq(1,99,2)

## [1] 1 3 5 7 9 11 13 15 17 19 21 23 25 27 29 31 33 35 37 39 41 43 45 47 49  
## [26] 51 53 55 57 59 61 63 65 67 69 71 73 75 77 79 81 83 85 87 89 91 93 95 97 99

1. The second argument of the function seq is actually a maximum, not necessarily the end.

So if we type

seq(7, 50, 7)

we actually get the same vector of integers as if we type

seq(7, 49, 7)

This can be useful because sometimes all we want are sequential numbers that are smaller than some value. Let’s look at an example.

# We can create a vector with the multiples of 7, smaller than 50 like this   
seq(7, 49, 7)

## [1] 7 14 21 28 35 42 49

# But note that the second argument does not need to be the last number  
# It simply determines the maximum value permitted  
# so the following line of code produces the same vector as seq(7, 49, 7)  
seq(7, 50, 7)

## [1] 7 14 21 28 35 42 49

# Create a sequence of numbers from 6 to 55, with 4/7 increments and determine its length  
length(seq(6,55,4/7))

## [1] 86

1. The seq() function has another useful argument. The argument *length.out*. This argument lets us generate sequences that are increasing by the same amount but are of the prespecified length.

For example, this line of code

x <- seq(0, 100, length.out = 5)  
produces the numbers 0, 25, 50, 75, 100.

Let’s create a vector and see what is the class of the object produced.

# Store the sequence in the object a  
a <- seq(1, 10, length.out = 100)  
  
# Determine the class of a  
class(a)

## [1] "numeric"

1. We have discussed the numeric class. We just saw that the seq function can generate objects of this class.

For another example, type

class(seq(1, 10, 0.5))

into the console and note that the class is *numeric*. R has another type of vector we have not described, the *integer* class. You can create an *integer* by adding the letter L after a whole number. If you type

class(3L)

in the console, you see this is an *integer* and not a *numeric*. For most practical purposes, integers and numerics are indistinguishable. For example 3, the integer, minus 3 the numeric is 0. To see this type this in the console

3L - 3

The main difference is that integers occupy less space in the computer memory, so for big computations using integers can have a substantial impact.

# Store the sequence in the object a  
a <- seq(1,10)  
  
# Determine the class of a  
class(a)

## [1] "integer"

1. Let’s confirm that 1L is an *integer* not a *numeric*.

# Check the class of 1, assigned to the object a  
class(1)

## [1] "numeric"

# Confirm the class of 1L is integer  
class(1L)

## [1] "integer"

1. The concept of coercion is a very important one. Watching the video, we learned that when an entry does not match what an R function is expecting, R tries to guess what we meant before throwing an error. This might get confusing at times.

As we’ve discussed in earlier questions, there are numeric and character vectors. The character vectors are placed in quotes and the numerics are not.

We can avoid issues with coercion in R by changing characters to numerics and vice-versa. This is known as typecasting. The code, as.numeric(x) helps us convert character strings to numbers. There is an equivalent function that converts its argument to a string, as.character(x).

Let’s practice doing this!

# Define the vector x  
x <- c(1, 3, 5,"a")  
  
# Note that the x is character vector  
x

## [1] "1" "3" "5" "a"

# Typecast the vector to get an integer vector  
# You will get a warning but that is ok  
x <- as.numeric(x)

## Warning: NAs introduced by coercion

x

## [1] 1 3 5 NA

## Sorting

The textbook for this section is available [here](https://rafalab.github.io/dsbook/r-basics.html#sorting).

**Key Points**

* The function sort() sorts a vector in increasing order.
* The function order() produces the indices needed to obtain the sorted vector, e.g. a result of 2 3 1 5 4 means the sorted vector will be produced by listing the 2nd, 3rd, 1st, 5th, and then 4th item of the original vector.
* The function rank() gives us the ranks of the items in the original vector.
* The function max() returns the largest value while which.max() returns the index of the largest value. The functions min() and which.min() work similarly for minimum values.

## Assessment - Sorting

1. When looking at a dataset, we may want to sort the data in an order that makes more sense for analysis. Let’s learn to do this using the murders dataset as an example

# Access the `state` variable and store it in an object   
states <- murders$state   
  
# Sort the object alphabetically and redefine the object   
states <- sort(states)   
  
# Report the first alphabetical value   
states[1]

## [1] "Alabama"

# Access population values from the dataset and store it in pop  
pop <- murders$population  
  
# Sort the object and save it in the same object  
pop <- sort(pop)  
  
# Report the smallest population size   
pop[1]

## [1] 563626

1. The function order() returns the index vector needed to sort the vector. This implies that sort(x) and x[order(x)] give the same result.

This can be useful for finding row numbers with certain properties such as “the row for the state with the smallest population”. Remember that when we extract a variable from a data frame the order of the resulting vector is the same as the order of the rows of the data frame. So for example, the entries of the vector murders$state are ordered in the same way as the states if you go down the rows of murders.

# Access population from the dataset and store it in pop  
pop <- murders$population  
  
# Use the command order to find the vector of indexes that order pop and store in object ord  
ord <- order(pop)  
  
# Find the index number of the entry with the smallest population size  
ord[1]

## [1] 51

1. We can actually perform the same operation as in the previous exercise using the function which.min. It basically tells us which is the minimum value.

# Find the index of the smallest value for variable total   
which.min(murders$total)

## [1] 46

# Find the index of the smallest value for population  
which.min(murders$population)

## [1] 51

1. Now we know how small the smallest state is and we know which row represents it. However, which state is it?

# Define the variable i to be the index of the smallest state  
i <- which.min(murders$population)  
  
# Define variable states to hold the states  
states <- murders$state  
  
# Use the index you just defined to find the state with the smallest population  
states[i]

## [1] "Wyoming"

1. You can create a data frame using the data.frame function.

Here is a quick example:

temp <- c(35, 88, 42, 84, 81, 30)  
city <- c("Beijing", "Lagos", "Paris", "Rio de Janeiro", "San Juan", "Toronto")  
city\_temps <- data.frame(name = city, temperature = temp)

# Store temperatures in an object   
temp <- c(35, 88, 42, 84, 81, 30)  
  
# Store city names in an object   
city <- c("Beijing", "Lagos", "Paris", "Rio de Janeiro", "San Juan", "Toronto")  
  
# Create data frame with city names and temperature   
city\_temps <- data.frame(name = city, temperature = temp)  
  
# Define a variable states to be the state names   
states <- murders$state  
  
# Define a variable ranks to determine the population size ranks   
ranks <- rank(murders$population)  
  
# Create a data frame my\_df with the state name and its rank  
my\_df <- data.frame(name = states, rank = ranks)

1. This exercise is somewhat more challenging. We are going to repeat the previous exercise but this time order `my\_df so that the states are ordered from least populous to most.

# Define a variable states to be the state names from the murders data frame  
states <- murders$state  
  
# Define a variable ranks to determine the population size ranks   
ranks <- rank(murders$population)  
  
# Define a variable ind to store the indexes needed to order the population values  
ind <- order(murders$population)  
  
# Create a data frame my\_df with the state name and its rank and ordered from least populous to most   
my\_df <- data.frame(states = states[ind], ranks = ranks[ind])

1. The na\_example dataset represents a series of counts. It is included in the *dslabs* package.

You can quickly examine the object using

library(dslabs)  
data(na\_example)  
str(na\_example)

However, when we compute the average we obtain an NA. You can see this by typing

mean(na\_example)

# Using new dataset   
library(dslabs)  
data(na\_example)  
  
# Checking the structure   
str(na\_example)

## int [1:1000] 2 1 3 2 1 3 1 4 3 2 ...

# Find out the mean of the entire dataset   
mean(na\_example)

## [1] NA

# Use is.na to create a logical index ind that tells which entries are NA  
ind <- is.na(na\_example)  
  
# Determine how many NA ind has using the sum function  
sum(ind)

## [1] 145

1. We previously computed the average of na\_example using mean(na\_example) and obtain NA. This is because the function mean returns NA if it encounters at least one NA. A common operation is therefore removing the entries that are NA and after that perform operations on the rest.

# Note what we can do with the ! operator  
x <- c(1, 2, 3)  
ind <- c(FALSE, TRUE, FALSE)  
x[!ind]

## [1] 1 3

# Create the ind vector  
library(dslabs)  
data(na\_example)  
ind <- is.na(na\_example)  
  
# We saw that this gives an NA  
mean(na\_example)

## [1] NA

# Compute the average, for entries of na\_example that are not NA  
mean(na\_example[!ind])

## [1] 2.3

## Vector arithmetic

The textbook for this section is available [here](https://rafalab.github.io/dsbook/r-basics.html#vector-arithmetics).

**Key Points**

* In R, arithmetic operations on vectors occur element-wise.

*Code*

# The name of the state with the maximum population is found by doing the following  
murders$state[which.max(murders$population)]

## [1] "California"

# how to obtain the murder rate  
murder\_rate <- murders$total / murders$population \* 100000  
  
# ordering the states by murder rate, in decreasing order  
murders$state[order(murder\_rate, decreasing=TRUE)]

## [1] "District of Columbia" "Louisiana" "Missouri"   
## [4] "Maryland" "South Carolina" "Delaware"   
## [7] "Michigan" "Mississippi" "Georgia"   
## [10] "Arizona" "Pennsylvania" "Tennessee"   
## [13] "Florida" "California" "New Mexico"   
## [16] "Texas" "Arkansas" "Virginia"   
## [19] "Nevada" "North Carolina" "Oklahoma"   
## [22] "Illinois" "Alabama" "New Jersey"   
## [25] "Connecticut" "Ohio" "Alaska"   
## [28] "Kentucky" "New York" "Kansas"   
## [31] "Indiana" "Massachusetts" "Nebraska"   
## [34] "Wisconsin" "Rhode Island" "West Virginia"   
## [37] "Washington" "Colorado" "Montana"   
## [40] "Minnesota" "South Dakota" "Oregon"   
## [43] "Wyoming" "Maine" "Utah"   
## [46] "Idaho" "Iowa" "North Dakota"   
## [49] "Hawaii" "New Hampshire" "Vermont"

## Assessment - Vector Arithmetic

1. Previously we created this data frame.

{r, eval=FALSE, echo=TRUE temp <- c(35, 88, 42, 84, 81, 30) city <- c("Beijing", "Lagos", "Paris", "Rio de Janeiro", "San Juan", "Toronto") city\_temps <- data.frame(name = city, temperature = temp)

# Assign city names to `city`   
city <- c("Beijing", "Lagos", "Paris", "Rio de Janeiro", "San Juan", "Toronto")  
  
# Store temperature values in `temp`  
temp <- c(35, 88, 42, 84, 81, 30)  
  
# Convert temperature into Celsius and overwrite the original values of 'temp' with these Celsius values  
temp <- 5/9 \* (temp -32)  
  
# Create a data frame `city\_temps`   
city\_temps <- data.frame(name = city, temperature = temp)

1. We can use some of what we have learned to perform calculations that would otherwise be quite complicated. Let’s see an example.

# Define an object `x` with the numbers 1 through 100  
x <- seq(1,100)  
  
# Compute the sum   
sum((1/x)^2)

## [1] 1.63

1. Compute the per 100,000 murder rate for each state and store it in the object murder\_rate. Then compute the average murder rate for the US using the function mean. What is the average?

# Store the per 100,000 murder rate for each state in murder\_rate  
murder\_rate <- murders$total / murders$population \* 100000  
  
# Calculate the average murder rate in the US   
mean(murder\_rate)

## [1] 2.78

## Section 2 Assessment

1. Consider the vector x <- c(2, 43, 27, 96, 18).

Match the following outputs to the function which produces that output. Options include sort(x), order(x), rank(x) and none of these.

x <- c(2, 43, 27, 96, 18)  
sort(x)

## [1] 2 18 27 43 96

order(x)

## [1] 1 5 3 2 4

rank(x)

## [1] 1 4 3 5 2

1, 2, 3, 4, 5 none of these

1, 5, 3, 2, 4 order(x)

1, 4, 3, 5, 2 rank(x)

2, 18, 27, 43, 96 sort(x)

1. Continue working with the vector x <- c(2, 43, 27, 96, 18).

x <- c(2, 43, 27, 96, 18)  
min(x)

## [1] 2

which.min(x)

## [1] 1

max(x)

## [1] 96

which.max(x)

## [1] 4

min(x) 2

which.min(x) 1

max(x) none of these

which.max(x) 4

1. Mandi, Amy, Nicole, and Olivia all ran different distances in different time intervals. Their distances (in miles) and times (in minutes) are as follows:

name <- c("Mandi", "Amy", "Nicole", "Olivia")  
distance <- c(0.8, 3.1, 2.8, 4.0)  
time <- c(10, 30, 40, 50)

Write a line of code to convert time to hours. Remember there are 60 minutes in an hour. Then write a line of code to calculate the speed of each runner in miles per hour. Speed is distance divided by time.

How many hours did Olivia run?

hours <- time/60  
hours[4]

## [1] 0.833

What was Mandi’s speed in miles per hour?

speed <- distance/hours  
speed[1]

## [1] 4.8

Which runner had the fastest speed?

name[which.max(speed)]

## [1] "Amy"

# Section 3 Overview

Section 3 introduces to the R commands and techniques that help you wrangle, analyze, and visualize data.

In Section 3.1, you will:

* Subset a vector based on properties of another vector.
* Use multiple logical operators to index vectors.
* Extract the indices of vector elements satisfying one or more logical conditions.
* Extract the indices of vector elements matching with another vector.
* Determine which elements in one vector are present in another vector.

In Section 3.2, you will:

* Wrangle data tables using the functions in ‘dplyr’ package.
* Modify a data table by adding or changing columns.
* Subset rows in a data table.
* Subset columns in a data table.
* Perform a series of operations using the pipe operator.
* Create data frames.

In Section 3.3, you will:

* Plot data in scatter plots, box plots and histograms.

## Indexing

The textbook for this section is available [here](https://rafalab.github.io/dsbook/r-basics.html#indexing).

**Key Points**

* We can use logicals to index vectors.
* Using the function >sum()on a logical vector returns the number of entries that are true.
* The logical operator “&” makes two logicals true only when they are both true.

*Code*

# defining murder rate as before  
murder\_rate <- murders$total / murders$population \* 100000  
# creating a logical vector that specifies if the murder rate in that state is less than or equal to 0.71  
index <- murder\_rate <= 0.71  
# determining which states have murder rates less than or equal to 0.71  
murders$state[index]

## [1] "Hawaii" "Iowa" "New Hampshire" "North Dakota"   
## [5] "Vermont"

# calculating how many states have a murder rate less than or equal to 0.71  
sum(index)

## [1] 5

# creating the two logical vectors representing our conditions  
west <- murders$region == "West"  
safe <- murder\_rate <= 1  
# defining an index and identifying states with both conditions true  
index <- safe & west  
murders$state[index]

## [1] "Hawaii" "Idaho" "Oregon" "Utah" "Wyoming"

## Indexing - Indexing Functions

The textbook for this section is available [here](https://rafalab.github.io/dsbook/r-basics.html#which).

**Key Points**

* The function which() gives us the entries of a logical vector that are true.
* The function match() looks for entries in a vector and returns the index needed to access them.
* We use the function %in% if we want to know whether or not each element of a first vector is in a second vector.

*Code*

# to determine the murder rate in Massachusetts we may do the following  
ind <- which(murders$state == "Massachusetts")  
murder\_rate[ind]

## [1] 1.8

# to obtain the indices and subsequent murder rates of New York, Florida, Texas, we do:  
ind <- match(c("New York", "Florida", "Texas"), murders$state)  
ind

## [1] 33 10 44

murder\_rate[ind]

## [1] 2.67 3.40 3.20

# to see if Boston, Dakota, and Washington are states  
c("Boston", "Dakota", "Washington") %in% murders$state

## [1] FALSE FALSE TRUE

## Assessment - Indexing

1. Here we will be using logical operators to create a logical vector. Compute the per 100,000 murder rate for each state and store it in an object called murder\_rate. Then use logical operators to create a logical vector named low that tells us which entries of murder\_rate are lower than 1.

# Store the murder rate per 100,000 for each state, in `murder\_rate`  
murder\_rate <- murders$total / murders$population \* 100000  
  
# Store the `murder\_rate < 1` in `low`   
low <- murder\_rate < 1

1. The function `which() helps us know directly, which values are low or high, etc. Let’s use it in this question.

# Store the murder rate per 100,000 for each state, in murder\_rate  
murder\_rate <- murders$total/murders$population\*100000  
  
# Store the murder\_rate < 1 in low   
low <- murder\_rate < 1  
  
# Get the indices of entries that are below 1  
ind <- which(low)  
ind

## [1] 12 13 16 20 24 30 35 38 42 45 46 51

1. Note that if we want to know which entries of a vector are lower than a particular value we can use code like this.

small <- murders$population < 1000000  
murders$state[small]

The code above shows us the states with populations smaller than one million.

# Store the murder rate per 100,000 for each state, in murder\_rate  
murder\_rate <- murders$total/murders$population\*100000  
  
# Store the murder\_rate < 1 in low   
low <- murder\_rate < 1  
  
# Names of states with murder rates lower than 1  
murders$state[low]

## [1] "Hawaii" "Idaho" "Iowa" "Maine"   
## [5] "Minnesota" "New Hampshire" "North Dakota" "Oregon"   
## [9] "South Dakota" "Utah" "Vermont" "Wyoming"

1. Now we will extend the code from the previous exercises to report the states in the Northeast with a murder rate lower than 1.

# Store the murder rate per 100,000 for each state, in `murder\_rate`  
murder\_rate <- murders$total/murders$population\*100000  
  
# Store the `murder\_rate < 1` in `low`   
low <- murder\_rate < 1  
  
# Create a vector ind for states in the Northeast and with murder rates lower than 1.   
northeast <- murders$region == "Northeast"  
ind <- low & northeast  
  
# Names of states in `ind`   
murders$state[ind]

## [1] "Maine" "New Hampshire" "Vermont"

1. In a previous exercise we computed the murder rate for each state and the average of these numbers. How many states are below the average?

# Store the murder rate per 100,000 for each state, in murder\_rate  
murder\_rate <- murders$total/murders$population\*100000  
  
  
# Compute the average murder rate using `mean` and store it in object named `avg`  
avg <- mean(murder\_rate)  
  
# How many states have murder rates below avg ? Check using sum   
ind <- murder\_rate < avg  
sum(ind)

## [1] 27

1. In this exercise we use the match function to identify the states with abbreviations AK, MI, and IA.

# Store the 3 abbreviations in a vector called `abbs` (remember that they are character vectors and need quotes)  
abbs <- c("AK", "MI", "IA")  
  
# Match the abbs to the murders$abb and store in ind  
ind <- match(abbs, murders$abb)  
  
# Print state names from ind  
murders$state[ind]

## [1] "Alaska" "Michigan" "Iowa"

1. If rather than an index we want a logical that tells us whether or not each element of a first vector is in a second, we can use the function %in%.

For example:

x <- c(2, 3, 5)  
y <- c(1, 2, 3, 4)  
x%in%y

Gives us two TRUE followed by a FALSE because 2 and 3 are in y but 5 is not.

# Store the 5 abbreviations in `abbs`. (remember that they are character vectors)  
abbs <- c("MA", "ME", "MI", "MO", "MU")  
  
# Use the %in% command to check if the entries of abbs are abbreviations in the the murders data frame  
abbs%in%murders$abb

## [1] TRUE TRUE TRUE TRUE FALSE

1. In a previous exercise we computed the index abbs%in%murders$abb. Based on that, and using the which function and the ! operator, get the index of the entries of abbs that are **not** abbreviations.

# Store the 5 abbreviations in abbs. (remember that they are character vectors)  
abbs <- c("MA", "ME", "MI", "MO", "MU")   
  
# Use the `which` command and `!` operator to find out which index abbreviations are not actually part of the dataset and store in `ind`  
ind <- which(!abbs%in%murders$abb)  
  
# Names of abbreviations in `ind`  
abbs[ind]

## [1] "MU"

## Basic Data Wrangling

The textbook for this section is available [here](https://rafalab.github.io/dsbook/tidyverse.html#manipulating-data-frames) and [here](https://rafalab.github.io/dsbook/tidyverse.html#the-pipe).

In the textbook, the dplyr package is introduced in the context of the tidyverse, a collection of R packages

**Key Points**

* To change a data table by adding a new column, or changing an existing one, we use the mutate function.
* To filter the data by subsetting rows, we use the function filter.
* To subset the data by selecting specific columns, we use the select function.
* We can perform a series of operations by sending the results of one function to another function using what is called the pipe operator, %>%.

*Code*

# installing and loading the dplyr package  
if(!require(dplyr)) install.packages("dplyr")

## Loading required package: dplyr

## Warning: package 'dplyr' was built under R version 3.6.3

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(dplyr)  
  
# adding a column with mutate  
library(dslabs)  
data("murders")  
murders <- mutate(murders, rate = total / population \* 100000)  
  
# subsetting with filter  
filter(murders, rate <= 0.71)

## state abb region population total rate  
## 1 Hawaii HI West 1360301 7 0.515  
## 2 Iowa IA North Central 3046355 21 0.689  
## 3 New Hampshire NH Northeast 1316470 5 0.380  
## 4 North Dakota ND North Central 672591 4 0.595  
## 5 Vermont VT Northeast 625741 2 0.320

# selecting columns with select  
new\_table <- select(murders, state, region, rate)  
  
# using the pipe  
murders %>% select(state, region, rate) %>% filter(rate <= 0.71)

## state region rate  
## 1 Hawaii West 0.515  
## 2 Iowa North Central 0.689  
## 3 New Hampshire Northeast 0.380  
## 4 North Dakota North Central 0.595  
## 5 Vermont Northeast 0.320

## Basic Data Wrangling - Creating Data Frames

**Key Points**

* We can use the data.frame() function to create data frames.
* By default, the data.frame() function turns characters into factors. To avoid this, we utilize the stringsAsFactors argument and set it equal to false.

*Code*

# creating a data frame with stringAsFactors = FALSE  
grades <- data.frame(names = c("John", "Juan", "Jean", "Yao"),   
 exam\_1 = c(95, 80, 90, 85),   
 exam\_2 = c(90, 85, 85, 90),  
 stringsAsFactors = FALSE)

## Assessment - Basic Data Wrangling

1. You can add columns using the dplyr function mutate.

This function is aware of the column names and inside the function you can call them unquoted. Like this:

murders <- mutate(murders, population\_in\_millions = population / 10^6)

Note that we can write population rather than murders$population. The function mutate knows we are grabing columns from murders.

# Redefine murders so that it includes a column named rate with the per 100,000 murder rates  
murders <- mutate(murders, rate = total / population \* 100000)

1. Note that if rank(x) gives you the ranks of x from lowest to highest, rank(-x) gives you the ranks from highest to lowest.

# Note that if you want ranks from highest to lowest you can take the negative and then compute the ranks   
x <- c(88, 100, 83, 92, 94)  
rank(-x)

## [1] 4 1 5 3 2

# Defining rate  
rate <- murders$total/ murders$population \* 100000  
  
# Redefine murders to include a column named rank  
# with the ranks of rate from highest to lowest  
murders <- mutate(murders, rank = rank(-rate))

1. With dplyr we can use select to show only certain columns. For example with this code we would only show the states and population sizes:

select(murders, state, population)

# Use select to only show state names and abbreviations from murders  
select(murders, state, abb)

## state abb  
## 1 Alabama AL  
## 2 Alaska AK  
## 3 Arizona AZ  
## 4 Arkansas AR  
## 5 California CA  
## 6 Colorado CO  
## 7 Connecticut CT  
## 8 Delaware DE  
## 9 District of Columbia DC  
## 10 Florida FL  
## 11 Georgia GA  
## 12 Hawaii HI  
## 13 Idaho ID  
## 14 Illinois IL  
## 15 Indiana IN  
## 16 Iowa IA  
## 17 Kansas KS  
## 18 Kentucky KY  
## 19 Louisiana LA  
## 20 Maine ME  
## 21 Maryland MD  
## 22 Massachusetts MA  
## 23 Michigan MI  
## 24 Minnesota MN  
## 25 Mississippi MS  
## 26 Missouri MO  
## 27 Montana MT  
## 28 Nebraska NE  
## 29 Nevada NV  
## 30 New Hampshire NH  
## 31 New Jersey NJ  
## 32 New Mexico NM  
## 33 New York NY  
## 34 North Carolina NC  
## 35 North Dakota ND  
## 36 Ohio OH  
## 37 Oklahoma OK  
## 38 Oregon OR  
## 39 Pennsylvania PA  
## 40 Rhode Island RI  
## 41 South Carolina SC  
## 42 South Dakota SD  
## 43 Tennessee TN  
## 44 Texas TX  
## 45 Utah UT  
## 46 Vermont VT  
## 47 Virginia VA  
## 48 Washington WA  
## 49 West Virginia WV  
## 50 Wisconsin WI  
## 51 Wyoming WY

1. The dplyr function filter is used to choose specific rows of the data frame to keep. Unlike select which is for columns, filter is for rows.

For example you can show just the New York row like this:

filter(murders, state == "New York")

You can use other logical vectors to filter rows.

# Add the necessary columns  
murders <- mutate(murders, rate = total/population \* 100000, rank = rank(-rate))  
  
# Filter to show the top 5 states with the highest murder rates  
filter(murders, rank <= 5)

## state abb region population total rate rank  
## 1 District of Columbia DC South 601723 99 16.45 1  
## 2 Louisiana LA South 4533372 351 7.74 2  
## 3 Maryland MD South 5773552 293 5.07 4  
## 4 Missouri MO North Central 5988927 321 5.36 3  
## 5 South Carolina SC South 4625364 207 4.48 5

1. We can remove rows using the != operator.

For example to remove Florida we would do this:

no\_florida <- filter(murders, state != “Florida”)

# Use filter to create a new data frame no\_south  
no\_south <- filter(murders, region != "South")  
  
# Use nrow() to calculate the number of rows  
nrow(no\_south)

## [1] 34

1. We can also use the %in% to filter with dplyr.

For example you can see the data from New York and Texas like this:

filter(murders, state %in% c(“New York”, “Texas”))

# Create a new data frame called murders\_nw with only the states from the northeast and the west  
murders\_nw <- filter(murders, region %in% c("Northeast", "West"))  
  
# Number of states (rows) in this category   
nrow(murders\_nw)

## [1] 22

1. Suppose you want to live in the Northeast or West **and** want the murder rate to be less than 1.

We want to see the data for the states satisfying these options. Note that you can use logical operators with filter:

filter(murders, population < 5000000 & region == “Northeast”)

# add the rate column  
murders <- mutate(murders, rate = total / population \* 100000, rank = rank(-rate))  
  
# Create a table, call it my\_states, that satisfies both the conditions  
my\_states <- filter(murders, rate < 1 & region %in% c("Northeast", "West"))  
  
# Use select to show only the state name, the murder rate and the rank  
select(my\_states, state, rate, rank)

## state rate rank  
## 1 Hawaii 0.515 49  
## 2 Idaho 0.766 46  
## 3 Maine 0.828 44  
## 4 New Hampshire 0.380 50  
## 5 Oregon 0.940 42  
## 6 Utah 0.796 45  
## 7 Vermont 0.320 51  
## 8 Wyoming 0.887 43

1. The pipe %>% can be used to perform operations sequentially without having to define intermediate objects.

After redefining murder to include rate and rank.

library(dplyr)  
murders <- mutate(murders, rate = total / population \* 100000, rank = (-rate))

in the solution to the previous exercise we did the following:

# Created a table  
my\_states <- filter(murders, region %in% c(“Northeast”, “West”) & rate < 1)  
  
# Used select to show only the state name, the murder rate and the rank  
select(my\_states, state, rate, rank)

The pipe %>% permits us to perform both operation sequentially and without having to define an intermediate variable my\_states

For example we could have mutated and selected in the same line like this:

mutate(murders, rate = total / population \* 100000, rank = (-rate)) %>% select(state, rate, rank)

Note that select no longer has a data frame as the first argument. The first argument is assumed to be the result of the operation conducted right before the %>%

## Define the rate column  
murders <- mutate(murders, rate = total / population \* 100000, rank = rank(-rate))  
  
# show the result and only include the state, rate, and rank columns, all in one line  
filter(murders, region %in% c("Northeast", "West") & rate < 1) %>% select(state, rate, rank)

## state rate rank  
## 1 Hawaii 0.515 49  
## 2 Idaho 0.766 46  
## 3 Maine 0.828 44  
## 4 New Hampshire 0.380 50  
## 5 Oregon 0.940 42  
## 6 Utah 0.796 45  
## 7 Vermont 0.320 51  
## 8 Wyoming 0.887 43

1. Now we will reset murders to the original table by using data(murders).

# Loading the table  
data(murders)  
  
# Create new data frame called my\_states (with specifications in the instructions)  
my\_states <- murders %>% mutate(rate = total / population \* 100000, rank = rank(-rate)) %>% filter(region %in% c("Northeast", "West") & rate < 1) %>% select(state, rate, rank)

## Basic Plots

Here is a link to the textbook section on [basic plots](https://rafalab.github.io/dsbook/r-basics.html#basic-plots).

**Key Points**

* We can create a simple scatterplot using the function plot().
* Histograms are graphical summaries that give you a general overview of the types of values you have. In R, they can be produced using the hist() function.
* Boxplots provide a more compact summary of a distribution than a histogram and are more useful for comparing distributions. They can be produced using the ```boxplot() function.

*Code*

# a simple scatterplot of total murders versus population  
x <- murders$population / 10^6  
y <- murders$total  
plot(x, y)
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# a histogram of murder rates  
hist(rate)
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# boxplots of murder rates by region  
boxplot(rate~region, data = murders)
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## Assessment - Basic Plots

1. We made a plot of total murders versus population and noted a strong relationship: not surprisingly, states with larger populations had more murders.

You can run the code in the console to get the plot.

library(dslabs)  
data(murders)  
  
population\_in\_millions <- murders$population/10^6  
total\_gun\_murders <− murders$total  
  
plot(population\_in\_millions, total\_gun\_murders)

Note that many states have populations below 5 million and are bunched up in the plot. We may gain further insights from making this plot in the log scale.

population\_in\_millions <- murders$population/10^6  
total\_gun\_murders <- murders$total  
  
plot(population\_in\_millions, total\_gun\_murders)
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# Transform population using the log10 transformation and save to object log10\_population  
log10\_population <- log10(murders$population)  
  
# Transform total gun murders using log10 transformation and save to object log10\_total\_gun\_murders  
log10\_total\_gun\_murders <- log10(total\_gun\_murders)  
  
# Create a scatterplot with the log scale transformed population and murders   
plot(log10\_population, log10\_total\_gun\_murders)
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1. Now we are going to make a histogram.

# Store the population in millions and save to population\_in\_millions   
population\_in\_millions <- murders$population/10^6  
  
# Create a histogram of this variable  
hist(population\_in\_millions)
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1. Now we are going to make boxplots. Boxplots are useful when we want a summary of several variables or several strata of the same variables. Making too many histograms can become too cumbersome.

# Create a boxplot of state populations by region for the murders dataset  
boxplot(population~region, data = murders)
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## Section 3 Assessment

data(heights)  
options(digits = 3) # report 3 significant digits for all answers

1. First, determine the average height in this dataset. Then create a logical vector ind with the indices for those individuals who are above average height.

How many individuals in the dataset are above average height?

ind <- heights$height > mean(heights$height)  
sum(ind)

## [1] 532

1. How many individuals in the dataset are above average height and are female?

sum(ind & heights$sex=="Female")

## [1] 31

1. If you use mean on a logical (TRUE/FALSE) vector, it returns the proportion of observations that are TRUE.

What proportion of individuals in the dataset are female?

mean(heights$sex == "Female")

## [1] 0.227

1. This question takes you through three steps to determine the sex of the individual with the minimum height.

Determine the minimum height in the heights dataset.

min(heights$height)

## [1] 50

Use the match() function to determine the index of the individual with the minimum height.

match(50,heights$height)

## [1] 1032

Subset the sex column of the dataset by the index above to determine the individual’s sex. Male

heights$sex[1032]

## [1] Male  
## Levels: Female Male

1. This question takes you through three steps to determine how many of the integer height values between the minimum and maximum heights are not actual heights of individuals in the heights dataset.

Determine the maximum height.

max(heights$height)

## [1] 82.7

Which integer values are between the maximum and minimum heights? For example, if the minimum height is 10.2 and the maximum height is 20.8, your answer should be x <- 11:20 to capture the integers in between those values. (If either the maximum or minimum height are integers, include those values too.)

Write code to create a vector x that includes the *integers* between the minimum and maximum heights.

x <- 50:82

How many of the integers in x are NOT heights in the dataset?

sum(!(x %in% heights$height))

## [1] 3

1. Using the heights dataset, create a new column of heights in centimeters named ht\_cm. Recall that 1 inch = 2.54 centimeters. Save the resulting dataset as heights2.

What is the height in centimeters of the 18th individual (index 18)?

heights2 <- mutate(heights, ht\_cm = height\*2.54)  
  
# Then we subset the new heights2 dataset:  
  
heights2$ht\_cm[18]

## [1] 163

What is the mean height in centimeters?

mean(heights2$ht\_cm)

## [1] 174

Create a data frame females by filtering the heights2 data to contain only female individuals.

How many females are in the heights2 dataset?

females <- filter(heights2, sex == "Female")  
nrow(females)

## [1] 238

What is the mean height of the females in centimeters?

mean(females$ht\_cm)

## [1] 165

1. The olive dataset in **dslabs** contains composition in percentage of eight fatty acids found in the lipid fraction of 572 Italian olive oils:

data(olive)  
head(olive)

## region area palmitic palmitoleic stearic oleic linoleic  
## 1 Southern Italy North-Apulia 10.75 0.75 2.26 78.2 6.72  
## 2 Southern Italy North-Apulia 10.88 0.73 2.24 77.1 7.81  
## 3 Southern Italy North-Apulia 9.11 0.54 2.46 81.1 5.49  
## 4 Southern Italy North-Apulia 9.66 0.57 2.40 79.5 6.19  
## 5 Southern Italy North-Apulia 10.51 0.67 2.59 77.7 6.72  
## 6 Southern Italy North-Apulia 9.11 0.49 2.68 79.2 6.78  
## linolenic arachidic eicosenoic  
## 1 0.36 0.60 0.29  
## 2 0.31 0.61 0.29  
## 3 0.31 0.63 0.29  
## 4 0.50 0.78 0.35  
## 5 0.50 0.80 0.46  
## 6 0.51 0.70 0.44

Plot the percent palmitic acid versus palmitoleic acid in a scatterplot. What relationship do you see?

plot(olive$palmitic, olive$palmitoleic)
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* ☐ A. There is no relationship between palmitic and palmitoleic.
* ☒ B. There is a positive linear relationship between palmitic and palmitoleic.
* ☐ C. There is a negative linear relationship between palmitic and palmitoleic.
* ☐ D. There is a positive exponential relationship between palmitic and palmitoleic.
* ☐ E. There is a negative exponential relationship between palmitic and palmitoleic.

1. Create a histogram of the percentage of eicosenoic acid in olive. Which of the following is true?

hist(olive$eicosenoic)
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* ☒ A. The most common value of eicosenoic acid is below 0.05%.
* ☐ B. The most common value of eicosenoic acid is greater than 0.5%.
* ☐ C. The most common value of eicosenoic acid is around 0.3%.
* ☐ D. There are equal numbers of olive oils with eicosenoic acid below 0.05% and greater than 0.5%.

1. Make a boxplot of palmitic acid percentage in olive with separate distributions for each region.

boxplot(palmitic ~ region, data = olive)

![](data:image/png;base64,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)

Which region has the highest median palmitic acid percentage? Southern Italy

Which region has the most variable palmitic acid percentage? Southern Italy

# Section 4 Overview

Section 4 introduces you to general programming features like ‘if-else’, and ‘for loop’ commands so that you can write your own functions to perform various operations on datasets.

In Section 4.1, you will:

* Understand some of the programming capabilities of R.

In Section 4.2, you will:

* Use basic conditional expressions to perform different operations.
* Check if any or all elements of a logical vector are TRUE.

In Section 4.3, you will:

* Define and call functions to perform various operations.
* Pass arguments to functions, and return variables/objects from functions.

In Section 4.4, you will:

* Use ‘for’ loop to perform repeated operations.
* Articulate in-built functions of R that you could try for yourself.

## Programming Basics - Introduction to Programming in R

The textbook for this section is available [here](https://rafalab.github.io/dsbook/programming-basics.html).

## Basic Conditionals

The textbook for this section is available [here](https://rafalab.github.io/dsbook/programming-basics.html#conditionals).

**Key Points**

* The most common conditional expression in programming is an if-else statement, which has the form “if [condition], perform [expression], else perform [alternative expression]”.
* The ifelse() function works similarly to an if-else statement, but it is particularly useful since it works on vectors by examining each element of the vector and returning a corresponding answer accordingly.
* The any() function takes a vector of logicals and returns true if any of the entries are true.
* The all() function takes a vector of logicals and returns true if all of the entries are true.

*Code*

# an example showing the general structure of an if-else statement  
a <- 0  
if(a!=0){  
 print(1/a)  
} else{  
 print("No reciprocal for 0.")  
}

## [1] "No reciprocal for 0."

# an example that tells us which states, if any, have a murder rate less than 0.5  
library(dslabs)  
data(murders)  
murder\_rate <- murders$total / murders$population\*100000  
ind <- which.min(murder\_rate)  
if(murder\_rate[ind] < 0.5){  
 print(murders$state[ind])   
} else{  
 print("No state has murder rate that low")  
}

## [1] "Vermont"

# changing the condition to < 0.25 changes the result  
if(murder\_rate[ind] < 0.25){  
 print(murders$state[ind])   
} else{  
 print("No state has a murder rate that low.")  
}

## [1] "No state has a murder rate that low."

# the ifelse() function works similarly to an if-else conditional  
a <- 0  
ifelse(a > 0, 1/a, NA)

## [1] NA

# the ifelse() function is particularly useful on vectors  
a <- c(0,1,2,-4,5)  
result <- ifelse(a > 0, 1/a, NA)  
  
# the ifelse() function is also helpful for replacing missing values  
data(na\_example)  
no\_nas <- ifelse(is.na(na\_example), 0, na\_example)   
sum(is.na(no\_nas))

## [1] 0

# the any() and all() functions evaluate logical vectors  
z <- c(TRUE, TRUE, FALSE)  
any(z)

## [1] TRUE

all(z)

## [1] FALSE

## Functions

The textbook for this section is available [here](https://rafalab.github.io/dsbook/programming-basics.html#defining-functions).

**Key points**

* The R function, called function() tells R you are about to define a new function.
* Functions are objects, so must be assigned a variable name with the arrow operator.
* The general way to define functions is: (1) decide the function name, which will be an object, (2) type function() with your function’s arguments in parentheses, (3) write all the operations inside brackets.
* Variables defined inside a function are not saved in the workspace.

*Code*

# example of defining a function to compute the average of a vector x  
avg <- function(x){  
 s <- sum(x)  
 n <- length(x)  
 s/n  
}  
  
# we see that the above function and the pre-built R mean() function are identical  
x <- 1:100  
identical(mean(x), avg(x))

## [1] TRUE

# variables inside a function are not defined in the workspace  
s <- 3  
avg(1:10)

## [1] 5.5

s

## [1] 3

# the general form of a function  
my\_function <- function(VARIABLE\_NAME){  
 perform operations on VARIABLE\_NAME and calculate VALUE  
 VALUE  
}

# functions can have multiple arguments as well as default values  
avg <- function(x, arithmetic = TRUE){  
 n <- length(x)  
 ifelse(arithmetic, sum(x)/n, prod(x)^(1/n))  
}

## For Loops

The textbook for this section is available [here](https://rafalab.github.io/dsbook/programming-basics.html#for-loops).

**Key points**

* For-loops perform the same task over and over while changing the variable. They let us define the range that our variable takes, and then changes the value with each loop and evaluates the expression every time inside the loop.
* The general form of a for-loop is: “For i in [some range], do operations”. This i changes across the range of values and the operations assume i is a value you’re interested in computing on.
* At the end of the loop, the value of i is the last value of the range.

*Code*

# creating a function that computes the sum of integers 1 through n  
compute\_s\_n <- function(n){  
 x <- 1:n  
 sum(x)  
}  
  
# a very simple for-loop  
for(i in 1:5){  
 print(i)  
}

## [1] 1  
## [1] 2  
## [1] 3  
## [1] 4  
## [1] 5

# a for-loop for our summation  
m <- 25  
s\_n <- vector(length = m) # create an empty vector  
for(n in 1:m){  
 s\_n[n] <- compute\_s\_n(n)  
}  
  
# creating a plot for our summation function  
n <- 1:m  
plot(n, s\_n)  
  
# a table of values comparing our function to the summation formula  
head(data.frame(s\_n = s\_n, formula = n\*(n+1)/2))

## s\_n formula  
## 1 1 1  
## 2 3 3  
## 3 6 6  
## 4 10 10  
## 5 15 15  
## 6 21 21

# overlaying our function with the summation formula  
plot(n, s\_n)  
lines(n, n\*(n+1)/2)

![](data:image/png;base64,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)

## Assessment - Programming Basics

1. What will this conditional expression return?

x <- c(1,2,-3,4)  
if(all(x>0)){  
print("All Postives")  
} else{  
print("Not all positives")  
}

## [1] "Not all positives"

* ☐ A. All Positives
* ☒ B. Not All Positives
* ☐ C. N/A
* ☐ D. None of the above

1. Which of the following expressions is always FALSE when at least one entry of a logical vector x is TRUE?

* ☐ A. all(x)
* ☐ B. any(x)
* ☐ C. any(!x)
* ☒ D. all(!x)

1. The function nchar tells you how many characters long a character vector is.

For example:

char\_len <- nchar(murders$state)  
head(char\_len)

The function ifelse is useful because you convert a vector of logicals into something else. For example, some datasets use the number -999 to denote NA. A bad practice! You can convert the -999 in a vector to NA using the following ifelse call:

x <- c(2, 3, -999, 1, 4, 5, -999, 3, 2, 9)  
ifelse(x == -999, NA, x)

If the entry is -999 it returns NA, otherwise it returns the entry.

# Assign the state abbreviation when the state name is longer than 8 characters   
char\_len <- nchar(murders$state)  
new\_names <- ifelse(char\_len > 8, murders$abb, murders$state)

1. You will encounter situations in which the function you need does not already exist. R permits you to write your own.

Let’s practice one such situation, in which you first need to define the function to be used. The functions you define can have multiple arguments as well as default values.

To define functions we use function. For example the following function adds 1 to the number it receives as an argument:

{r, eval=FALSE, echo=TRUE my\_func <- function(x){ y <- x + 1 y }

The last value in the function, in this case that stored in y, gets returned.

If you run the code above R does not show anything. This means you defined the function. You can test it out like this:

my\_func(5)

# Create function called `sum\_n`  
sum\_n <- function(n){  
 x <- 1:n  
 sum(x)  
}  
  
# Use the function to determine the sum of integers from 1 to 5000  
sum\_n(5000)

## [1] 12502500

1. We will make another function for this exercise. We will define a function altman\_plot that takes two arguments x and y and plots the difference y-x in the y-axis against the sum x+y in the x-axis.

You can define functions with as many variables as you want. For example, here we need at least two, x and y. The following function plots log transformed values:

log\_plot <- function(x, y){  
 plot(log10(x), log10(y))  
}

This function does not return anything. It just makes a plot.

# Create `altman\_plot`   
altman\_plot <- function(x, y) {  
 plot(x+y, y-x)  
}

1. Lexical scoping is a convention used by many languages that determine when an object is available by its name.

When you run the code below you will see which x is available at different points in the code.

x <- 8  
my\_func <- function(y){  
 x <- 9  
 print(x)  
 y + x  
}  
my\_func(x)  
print(x)

Note that when we define x as 9, this is inside the function, but it is 8 after you run the function. The x changed inside the function but not outside.

# Run this code   
x <- 3  
 my\_func <- function(y){  
 x <- 5  
 y+5  
}  
  
# Print the value of x   
x <- 3  
my\_func <- function(y){  
 x <- 5  
 y  
 print(x)  
}  
my\_func(x)

## [1] 5

print(x)

## [1] 3

1. In the next exercise we are going to write a for-loop. In that for-loop we are going to call a function. We define that function here.

# Here is an example of a function that adds numbers from 1 to n  
example\_func <- function(n){  
 x <- 1:n  
 sum(x)  
}  
  
# Here is the sum of the first 100 numbers  
example\_func(100)

## [1] 5050

# Write a function compute\_s\_n with argument n that for any given n computes the sum of 1 + 2^2 + ...+ n^2  
compute\_s\_n <- function(n){  
 x <- 1:n  
 sum(x^2)  
}  
  
# Report the value of the sum when n=10  
compute\_s\_n(10)

## [1] 385

1. Now we are going to compute the sum of the squares for several values of *n*. We will use a for-loop for this.

Here is an example of a for-loop:

results <- vector("numeric", 10)  
n <- 10  
for(i in 1:n){  
 x <- 1:i  
 results[i] <- sum(x)  
}

Note that we start with a call to vector which constructs an empty vector that we will fill while the loop runs.

# Define a function and store it in `compute\_s\_n`  
compute\_s\_n <- function(n){  
 x <- 1:n  
 sum(x^2)  
}  
  
# Create a vector for storing results  
s\_n <- vector("numeric", 25)  
  
# write a for-loop to store the results in s\_n  
for(n in 1:length(s\_n)){  
 s\_n[n] <- compute\_s\_n(n)  
}

1. If we do the math, we can show that

We have already computed the values of from 1 to 25 using a for loop.

If the formula is correct then a plot of versus *n* should look cubic.

Let’s make this plot.

# Define the function  
compute\_s\_n <- function(n){  
 x <- 1:n  
 sum(x^2)  
}  
  
# Define the vector of n  
n <- 1:25  
  
# Define the vector to store data  
s\_n <- vector("numeric", 25)  
for(i in n){  
 s\_n[i] <- compute\_s\_n(i)  
}  
  
# Create the plot   
plot(n,s\_n)
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1. Now let’s actually check if we get the exact same answer.

# Define the function  
compute\_s\_n <- function(n){  
 x <- 1:n  
 sum(x^2)  
}  
  
# Define the vector of n  
n <- 1:25  
  
# Define the vector to store data  
s\_n <- vector("numeric", 25)  
for(i in n){  
 s\_n[i] <- compute\_s\_n(i)  
}  
  
# Check that s\_n is identical to the formula given in the instructions.  
identical(s\_n,(n\*(n+1)\*(2\*n+1))/6)

## [1] TRUE

## Section 4 Assessment

1. Load the **heights** dataset from dslabs:

library(dslabs)  
data(heights)

Write an ifelse statement that returns 1 if the sex is Female and 2 if the sex is Male.

What is the sum of the resulting vector?

sum(ifelse(heights$sex == "Female", 1, 2))

## [1] 1862

1. Write an ifelse statement that takes the height column and returns the height if it is greater than 72 inches and returns 0 otherwise.

What is the mean of the resulting vector?

mean(ifelse(heights$height > 72, heights$height, 0))

## [1] 9.65

1. Write a function inches\_to\_ft that takes a number of inches x and returns the number of feet. One foot equals 12 inches.

What is inches\_to\_ft(144)?

inches\_to\_ft <- function(x){x/12}  
inches\_to\_ft(144)

## [1] 12

How many individuals in the heights dataset have a height less than 5 feet?

sum(inches\_to\_ft(heights$height) < 5)

## [1] 20

1. Which of the following are TRUE?

Select ALL that apply.

* ☒ A. any(TRUE, TRUE, TRUE)
* ☒ B. any(TRUE, TRUE, FALSE)
* ☒ C. any(TRUE, FALSE, FALSE)
* ☐ D. any(FALSE, FALSE, FALSE)
* ☒ E. all(TRUE, TRUE, TRUE)
* ☐ F. all(TRUE, TRUE, FALSE)
* ☐ G. all(TRUE, FALSE, FALSE)
* ☐ H. all(FALSE, FALSE, FALSE)

1. Given an integer x, the factorial of x is called x! and is the product of all integers up to and including x. The factorial() function computes factorials in R. For example, factorial(4) returns .

Complete the code below to generate a vector of length m where the first entry is 1!, the second entry is 2!, and so on up to m!.

# define a vector of length m  
m <- 10  
f\_n <- vector(length = m)  
  
# make a vector of factorials  
for(n in 1:m){  
f\_n[n] <- factorial(n)  
}  
  
# inspect f\_n  
f\_n

## [1] 1 2 6 24 120 720 5040 40320 362880  
## [10] 3628800

* ☐ A. function(n)
* ☐ B. if(n < m)
* ☒ C. for(n in 1:m)
* ☐ D. function(m,n)
* ☐ E. if(m < n)
* ☐ F. for(m in 1:n)